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Almost twenty years have passed since the first qualitative research study in software
engineering was published [14]. Using qualitative methods and a qualitative analytical
framework, Curtis, et al. found communication and cooperation to be critical factors in
developing large-scale software systems. Given the importance of this study, it is perhaps
surprising that research publications using qualitative methods are still scarce. Therefore,
our goal in creating this special issue is to make existing qualitative research more visible
and further the understanding of qualitative research and its importance in the software
engineering community.

Qualitative research has its main strength in exploring and illuminating the in situ
practice of software engineering. This is the everyday practice where software engineers
interpret, appropriate, and implement the methods, techniques and processes of the trade.
A better understanding of these in situ methods can – in turn – provide a base for their
improvement.

From 23 submissions we selected eleven articles. The articles represent a diverse set of
theoretical frameworks and methods, while focusing on a wide range of software
engineering activities from requirements engineering, project management to software
process improvement. The selected articles illustrate the richness of existing research and
showcase important and applicable results which will further the discussion of qualitative
methods – not only about the concrete results but importantly so, on the value of
qualitative research in software engineering in general.

To make the papers more accessible to an audience that may not be used to qualitative
research, we introduce this special issue more thoroughly than what is normally seen. By
doing so we answer a number of questions related to the practice of qualitative research
in the software engineering domain. In turn, each article selected for this special issue
addresses some or all of the questions in the context of real research problems.

The editorial proceeds as follows. First qualitative research is introduced and related to
the tradition of software engineering. Then we present an overview of the different
discourses in which qualitative research on software engineering is published followed by
a discussion of potential quality criteria for qualitative research. We end with an
introduction to the articles published in this special issue.

What is qualitative research?
There is no ‘one way’ of doing qualitative research. The only common denominator of
qualitative research is that it is based on qualitative data. Some see the possibility to
develop an understanding of the software engineering process from a project members’
perspective as the main potential of qualitative software engineering research (see
especially the paragraphs on applying an ethnographical and ethnomethodological
underpinning). Yet qualitative research can come in many different flavours. It can be
used under different epistemological paradigms, and with different theoretical
underpinnings. It is therefore not possible to talk about the contribution of qualitative
research as a single entity. To provide a base for understanding and acknowledging the
different articles of this volume, we here present some of the many variations of
qualitative research.
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Qualitative research with a positivistic underpinning might be the most accessible one
from a traditional software engineering background: Qualitative researchers, like
quantitative researchers, may present their conclusions about the data as objective,
truthful statements about the world. For instance, they may state formal propositions
about a phenomenon, analyze their data in ways that ensure objectivity, quantify their
qualitative data for statistical analysis, and/or argue for the confirmation of hypotheses.
An example of an article in this issue that takes a positivistic but still qualitative research
approach is the work by Crowston et al. [this volume] where they discuss task assignment
mechanisms in Open source software (OSS) projects. Based on a theoretical scheme,
Crowston et al. qualitatively code task assignment mechanisms as reflected in email
interactions, and conclude (among other things) that self-assignment of tasks is standard
in OSS projects, as opposed to in traditional software teams.

Other theoretical underpinnings like structuration theory, Actor-Network Theory, or
Activity theory also provide a framework for using qualitative data to understand
software engineering practice. Structuration theory, for example, provides three
categories of structure that mediate the behaviour of an agent and help to understand the
implication of change; interpretive schemes, human and technical resources, and norms.
Allison and Merali’s article on ‘software process improvement as emergent change’ [this
volume] uses structuration theory as an underpinning in order to understand the influence
of existing structures when changing software processes.

Grounded theory [22, 56] supports theory development about the relevant aspects
influencing the specificity of a situation, a group of people or companies. The goal is
through unbiased analysis of the field material to come to a number of concepts and
relationships that determine the topic under research. Grounded theories about the same
topic developed by different researchers using different communities as their empirical
base can be compared and used to broaden the developed theory. Several of the articles of
this special issue apply a grounded theory approach: Rose et al. [this volume] explore
management competences of software project managers, Karlsson et al. [this volume]
explore the specificities of ‘requirements engineering challenges in market driven
software development’. Coleman and O’Connor use ‘grounded theory to understand
software process improvement’ [this volume] in an Irish software product company.

Research performed with an ethnomethodological underpinning [13] appears at a first
glance to not use nor generate theory at all. Fundamental for a researcher using
ethnometodology are the methods the members of a community use to reproduce the
social organisation of their common endeavour. Simply said, the researcher is interested
in how the participants’ themselves make sense of their practices. Communication in the
organisation is central in ethnomethodological research: When communicating, members
of a group are not only applying their culture and language system, but at the same time
reconstructing and developing it. In software development this phenomenon becomes
visible in form of project languages which can be understood as local dialects combining
professional software engineering terms and domain terms in a unique way. Also the
development of organisation specific interpretations and adaptations of methods can be
described as a result of such processes. Using an ethnomethdological approach, Rönkkö’s
article [this volume] discusses how documenting and analysing communication aids in
understanding how software engineers interpret, interact and construct their reality.
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Ethnographically inspired research [26] focuses on participatory observation and time
spent in the field as the main empirical base. Ethnography has been one of the disciplines
where the need of qualitative empirical research became visible very early and that
contributed centrally to the development of qualitative methodology. The emphasis is on
understanding the social rules and norms guiding the behaviour of members of a
community from an insiders perspective. In ethnographically inspired researcher, the
researcher uses him/herself as an instrument; as the researcher brings his/her expectations
into the culture, the unexpected events or clashes with the expected helps the researcher
form a better understanding of how the studied culture differs. The learning process by
which the researcher ‘goes native’ reflects his/her growing understanding of this culture,
which is generally reported as a rich description by which others can learn and draw
helpful conclusions. The article by Robinson et al. [this volume] draws lessons from a set
of ‘ethnographically-informed empirical studies of software practice’ giving an overview
of the challenges, possibilities and difficulties of such research. The article by McAvoy
and Butler [this volume] reports an ethnographic approach to understanding learning –
and what might hinder it – in an agile development team.

In the context of CSCW and information systems design the notion and practice of ‘quick
and dirty ethnography’ [30] has become an established concept, even referred to as a
method in the context of requirements elicitation in one of the major textbooks of
software engineering [55]. Often such pragmatic approaches start with some concepts
derived from literature and further develop them to explore how they unfold in a different
environment. In the special issue, Steen [this volume] refers to theoretical discussion of
knowledge when exploring the perception and evaluation of ‘software product quality’ by
experienced practitioners. Zannier et al.’s interview study on decision-making in software
design [this volume] does not mention any specific underpinning. Also Lutters and
Seaman’s article on the use of war stories as an interview technique eliciting richer
accounts of software practice [this volume] does not put forward specific underpinning.
The danger for articles following such a pragmatic approach is that readers – and
reviewers – might interpret the result from their own particular perspective and assess the
work after criteria which might lead to false expectations and rough judgements.

Qualitative research and software engineering research and practice
The NATO conferences, where the term software engineering was first used, were
convened to address the “software crisis” as it was perceived. The contemporary software
development practice was seen as problematic; development projects weren’t finished on
time and budget, and some projects had to be terminated without any result. Unlike other
engineering disciplines, software engineering was thus founded as an endeavour to design
and develop a practice that was considered lacking.

Perhaps because of this history, it took some time to establish empirical methods in
software engineering research, even though the quantitative empirical research paradigm
works well within the engineering tradition [23]. The groundwork for empirical methods
in software engineering was laid by Victor Basili and the Software Engineering Lab at
the University of Maryland with their work on experimentation [4, 5]. The main focus in
this type of research is on developing models based on measurable causal relationships
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and using them to develop and improve methods for software engineering. A recent
example of this kind of research is Hersleb & Mockus’ [29] article on an empirical theory
of coordination in software engineering.

Parallel to the development of empirical research, software engineering practice has
developed: today advanced programming languages and techniques are applied; software
engineering process knowledge is widely distributed; and projects are often successful. In
this context, qualitative research contributes to the development of knowledge about how
methods are interpreted and adapted in specific settings. This knowledge may then be
applied to further develop methods and techniques. Qualitative research is particularly
well suited to addressing software engineering as a social activity, thus emphasising how
software practitioners make sense of methods in their daily work. Such in depth
understanding of the social side of software engineering contributes significantly to the
development, selection and appropriation of methods, techniques and tools to support the
engineering practice.

An appealing property of qualitative research is its potential to involve practitioners in
the research process by having them participate in the design, introduction, and
evaluation of the improvements. That way qualitative research allows involved
companies to address issues that present a problem or challenge for them and this can be
discussed and adapted during the research process. (See e.g. Reflective Systems
Development approach by Matthiassen [35] or Cooperative Method Development by
Dittrich [17].) Such approaches often appropriate action research. Action research is
well-discussed within the Information Systems Community. [10] The basic cycle of an
action research design is: understanding of the current circumstances; design and
introduction of an intervention; which is then further researched. Action research qua
definition is not controllable. So even as quantitative evaluation might be applied, the
basic cycle always includes qualitative research. The design of interventions aimed at
improving the situation of the research subjects is a joint endeavour between researchers
and research subjects. All interactions between the researcher, the research subjects and
the field are documented and are subject to the analysis. The discussion of possible
measures and the appropriation of interventions provide in themselves a source for
understanding of the suitability of these measures to the studied problem.
Action research provides a framework to address improvement in software engineering in
the context of a qualitative research paradigm and allows for a flexible cooperation with
practitioners in industrial settings. One concrete example for the adaptation of action
research can be seen in [31]. Here the company and the researchers in collaboration
established a different perspective on how to address the requirements the CMM poses on
a software development organisation.

The flexibility of the research design in qualitative research thus provides an important
advantage for co-operating with industry. Fieldwork methods applied by the researcher
can and should be adjusted to the situation at hand. Input from the studied company, like
changes in business plans and views on the applicability and appropriation of the research
method to the current context are valuable when the researcher assesses the applicability
of a research method.
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Qualitative research: distributed over different research discourses

Qualitative research publications in traditional software engineering venues are scarce,
though they exist. Two workshops at the International Conference of Software
Engineering – one in 2000 [53] and one in 2005 [33] – indicate that qualitative research
methods attracted interest over a longer period. However, much has been published in
other related discourses. Below, we present a brief synopsis of qualitative research on
software engineering from the Software Engineering, Computer Supported Cooperative
Work, Information Systems, and the agile development approach. Such a brief overview
cannot be complete. However, the aim is to provide interested readers with a starting
point for their own investigations.2

Qualitative Research in the Software Engineering discourse.

Publications within software engineering often combine qualitative and quantitative
approaches. Seaman, for example, proposed to complement quantitative methods with
qualitative ones. [48] The article proposes to use qualitative research methods as a way to
generate hypotheses that then can be tested quantitatively. As the goal is to understand
the mechanics of software engineering (i.e., the influence of the deployment of certain
methods on the outcome of software engineering) the result focuses on identifying
quantifiable causal relationships. Seaman reports here from qualitative observations of
inspection meetings that are coded in a quantifiable way so that statistics can be applied.

Other research published in software engineering triangulates qualitative results with
quantitative methods. One of the means for quality assurance of qualitative empirical
research is the deployment of different methods and data sources or the cooperation of
different researchers during the analysis to counter possible individual or methodological
biases. Singer et al. [54] provide an example for this kind of triangulation, results from
questionnaires, participatory observations, interviews and tool usage statistics were
combined in order to understand work practices of software maintenance and compiling a
list of requirements for a software exploration tool.

In the past, relatively little research in the software engineering domain presents purely
qualitative research. To give a few examples: Herbsleb and Grinter [28] report a study of
coordination in distributed development based on interview data and document analysis.
Dittrich and Lindeberg [19] report how a traditional process model was used as a frame
for iterative implementation and user-developer cooperation. Similarly, Hall and her
colleagues have conducted a number of studies using qualitative data that look at a
number of different factors involved in implementing software process initiatives (see for
example [1, 40]). The requirements engineering subfield of software engineering has
always been more attentive to qualitative methods.  One good example of qualitative
research from requirements engineering is Damian et al.’s [15] work on the impact of
requirements on the development process.

The use of qualitative data in software engineering is becoming more prominent.  As an
example, in his Ph.D., Stillito used qualitative methods to characterize the questions
programmers ask during software evolution tasks [52]. Similarly, in his Ph.D., de Souza
conducted two field studies to understand how software developers manage the effect of

                                                  
2 This section extends a similar section from [18].
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dependencies in the coordination of their work. Both of these theses represent recent
trends in trying to understand more deeply the social side of software engineering [16].
Furthermore, several recent articles in the IEEE Transactions on Software Engineering
have showcased qualitative methods in their research (e.g., [32, 42]) further showing the
need for the software engineering domain to utilize qualitative methods to understand
many of the deep underlying questions regarding how software is developed and
maintained.

Software Engineering as Coooperative Work

As software engineering is a co-operative effort, software engineering has become a
subject of discussion in Computer Supported Cooperative Work. [47] Traditionally
empirical research in CSCW mainly uses qualitative methods including especially
ethnography, and ethnomethodologically informed ethnography, often combined with
participatory design processes reported in an action research manner.

Issues addressed include the use of representations and design work as embodied practice
[57], organizational constraints and their influence on the work practice [8, 9], the
development of organizational patterns from within the project group, [39, 41, 58] and
the interaction of work practice and computer based tools [24, 25]. The research focus
here is on understanding the ways the members of a software engineering project achieve
coordination of their cooperative effort. A more recent example of this kind of research is
[46] where the authors explore how software engineers used plans to coordinate a widely
distributed method and tool development project.

A number of articles at the most recent CSCW conference (2006) featured software
engineering as their domain of study.  Additionally, a workshop on the social side of
large-scale software engineering featured a number of articles utilizing qualitative
methods (proceedings can be downloaded at: http://lizzy.iit.nrc.ca/social_se2006/)

Research in CSCW is primarily rooted in ethnography. The researcher tries to understand
software engineering as work practice from within. This sometimes leads to what, for
software engineers, looks like the appreciation of a skillfully performed bad practice. The
interesting question – what makes a seemingly disadvantageous practice less troublesome
than changing the habit – is seldom asked by software engineering researchers. In CSCW
research, few authors use the studies to further develop methods or tools for developers.
Here the work of Grinter [24, 25] provides an exception.

‘Out of Scandinavia’

In reference to the seminal introduction of what non-Scandinavians call the Scandinavian
Schools of Systems Development to the international research community (Floyd et al.
1989), this section presents a regionally rooted strand of research, which is primarily
published in information systems venues. As the Scandinavian School on Systems
Development is characterised by a humble attitude towards the expertise of the future
users of the software under development, this strand of research takes the experience of
the practitioners as a starting point. [2, 3, 35, 36]

Research is performed as Action Research, in this approach meaning that researchers take
part in industry in software development or software process improvement. The active



Work in Progress. Expected publishing date June 2007, Information and Software Technology.
Please don’t cite, don’t circulate without the authors’ permission.

participation is complemented with qualitative and quantitative data collection, and
detailed documentation of the intervention. The data collected provides the basis of the
research focusing on the evaluation of the introduced measures. In [36] a major project
on software process improvement is reported which involved researchers from different
Danish universities and a number of industrial partners. This project resulted in a number
of publications addressing the social and organizational conditions for software processes
and their improvements (e.g. [37])).

Due to the connection to the Scandinavian approach to systems development, the relation
between user participation and software engineering methods and processes is a
continuous thread of discussion within this community. As early as 1993, Bansler and
Bødker discussed the adequacy of methods to support user-developer communication.
[2]. Nørbjerg and Kraft [38] addresses the constraints that software methods and
processes put on developers regarding the possibility to take usability into account. [27]
reports on a case where agility in the development processes allows developers to quickly
react to customer feedback during product development. In 2004 a special issue of the
Scandinavian Journal of Information Systems addressed among other interesting research
issues, the implications of a changes of the relationship between use and development of
web based systems. [7]

Agile development

The agile development community has continuously been claiming the value of sound
collaboration and communication practices. The Agile Manifesto
(http://agilemanifesto.org) states this is in an almost religious manner.  This perspective
also dominates Beck’s book on extreme programming (XP) [6] as well as Cockburns’s
book on agile software development [12].

One might expect that the emphasis on collaboration would lead to rich corpus on the
social aspects of the agile development processes. However, this does not seem to be the
case as researchers in agile methods mainly seem to follow the traditional software
engineering community in their choice of topics to study and the empirical methods to
apply.

Among the exceptions is a study of pair programming by Williams [60] where the
efficiency of pair programming is researched, with qualitative data from interviews with
developers serving to elucidate important factors that influence the effectiveness of pair
programming. A purely qualitative approach is described in a special issue of the
European Journal of Information Systems on agile organisations, where Fitzgerald et al.
[21] present a longitudinal case study describing the introduction of agile methods in an
existing software development organisation over a period of 2-3 years. Here, semi-
structured interviews with managers and key staff in the process were collected to study
how local tailoring of agile methods worked out. Another work is Mackenzie et al. [34]
who view XP from a CSCW perspective. They explain how the practices of XP can be
seen as collective versions of the programmer’s daily work habits. Significant is also
work by Sharp and Robinson [49] which reports an ethnographic study of XP practice as
a culture that is based on and supported by the XP practices but also within the team
shows high levels of self-management, self-organisation, and shared responsibility, as
well as a relaxed work environment, which is more than what can be explained with
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‘implementing’ a set of practices. All these studies focus on understanding how software
engineers make development work, rather than identifying dependent and independent
variables and relationships between them.

The main conferences for agile development, the European XP conferences, and the
North American XP Universe/Agile Universe/Agile conferences have contained a few
presentations of qualitative research. A series of conference articles from Robinson and
Sharp (and co-authors) are good examples of qualitative research presented in these
conferences [43, 44, 45, 50, 51] as well as a couple of North American contributions
from Zannier and Maurer [61] and Chong [11].

Quality criteria for qualitative software engineering research
A major surprise for us as editors was the diversity of opinions expressed during the
review process. No single paper achieved consistent reviews, even consistently poor
reviews. All reviews of all papers were mixed, with some reviewers praising the paper(s)
and others having rather opposite and harsh opinions. This occurred despite a careful
selection of reviewers – we had been eager to assign reviewers that were both
knowledgeable regarding qualitative research, and known as constructive and competent
reviewers. So what is the problem with quality criteria for qualitative research?

Some of the diverging opinions in the evaluations can be traced to differences in the
reviewers’ disciplinary background. Where one reviewer saw something lacking, such as
specific pieces of related work, another saw a decent piece of empirical research.
Qualitative research might be subject to particular difficulties in this respect: related
research is often scattered across several disciplines and, on top of that, qualitative
research is not as controllable as fixed or quantitative designs. So, although the initial
questions may not be answered, interesting and important results may still be achieved.

Another issue concerns the epistemological diversity of qualitative research. The section
above on ‘What is qualitative research’ indicates that there is ample opportunity for
disagreement on the what and how of qualitative research.

The diverging evaluation thus indicates the importance of this special issue as the
presentation and discussion of a number of different articles should not only contribute to
developing a common understanding of qualitative empirical software engineering
research, but also take the first steps in developing a common way to evaluate the quality
of qualitative research.

Based on our experience we propose the following criteria:

- clarity of contribution and research question.

- clarity of the theoretical foundation, that is role of theory and epistemological
paradigm applied in the research and the analysis.

- adherence of the chosen research design and adherence of the data analysis to the
proposed theoretical foundation.

- discussion of research design and its development throughout the research
process.

- quality of empirical work. (How well is the research performed and analysed? Are
different data sources used to triangulate the primary field material?)
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- presentation of the field material and its analysis. (Can the analysis be followed?)

- reflection on the lessons learned and the applicability and usefulness of the chosen
research design.

- reference to related research regarding the claimed contribution.

These quality criteria have to be both accessible and assessable when reading an article.
This is the reason for the often discussed and sometimes criticised verbosity of qualitative
research. Thick descriptions are essential to assess the quality of fieldwork and analysis.

The articles of the special issue

Due to the above-mentioned diversity in the evaluation by the assigned reviewers, the
editorial board discussed every article individually. Each editor then took responsibility
for a number of selected articles and corresponded with the authors regarding the
necessary improvements to the article. Our end result is a number of high quality
contributions representing a broad spectrum of qualitative research:

The lead article by Robinson, Segal and Sharp draws upon a series of ethnographically-
informed qualitative studies. Based on their experience, they discuss how a qualitative
approach influences the kind of research question that can be addressed, sum up
methodological and practical challenges and discuss the nature of their research findings
and their impact on collaborators and in the community.

McAvoy and Butler present in their article ‘The impact of the Abilene paradox on
double-loop learning in an agile team’ an ethnographical study of agile development. The
Abilene paradox is referred to to make sense of the observation that the team did not use
user stories despite the fact that they supported their use.

‘Self-organization of teams for free/libre open source software development’ by
Crowston, Li, Wei, Eseryel and Howison explores the coordination of work tasks in an
open source project by analysing the communication via e-mail and groupware tools
available online.

The article ‘Revealing actual documentation usage in software maintenance through war
stories’ by Lutters and Seaman proposes an innovative interview technique to reveal rich
accounts in order to explore even unanticipated aspects of the interview subject. They
demonstrate the technique via analysis of examples of interviews on software
maintenance.

The following five articles are interview studies that perform and analyse interviews in
very different ways:

Karlsson, Dahlstedt, Regnell, Natt och Dag, and Persson interview practitioners from
companies developing software products. They combine interviews with practitioners
from different companies and focus group meetings and analyse their material using a
grounded theory approach. The article summarises the results regarding ‘Requirements
Engineering Challenges in Market-Driven Software Development.’

 ‘Management competences, not tools and techniques: a grounded examination of
software project management at WM-data’ by Rose, Pedersen, Hosbond and
Kræmmergaard combines interview data from a number of project managers in one
company and with focus group data and uses grounded theory as an epistemological
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underpinning. As the research question is a different from above, the results and the
presentation of the studies differs as well. Placing both examples side by side gives an
indication of the variety of ways to perform, analyse and present grounded theory based
studies.

Steen’s article ‘Practical knowledge and its importance for software product quality’
provides a third example of studies based on interviews with practitioners from different
companies, this time developing and appropriating philosophical concepts around
knowledge as a theoretical underpinning for the analysis.

Zannier, Chiasson and Maurer’s article developing ‘A model of design decision making
based on empirical results of interviews with software designers’ provides a description
of their analysis process and the conclusions they draw in a detailed way. The strength of
the article is in the large number of interviewees from different companies and the
development of a high level model of design decision making.

Coleman and O’Connors article ‘Using grounded theory to understand software process
improvement: a case study of Irish software product companies’ uses interviews with a
number of companies and grounded theory for their research. Here as well as in the
following article software process improvement is subject of the research which allows
readers to compare results using different field work methods and theoretical
underpinnings within the same research subject.

Allison and Meraly base their article ‘Software process improvement as emergent
change: a structurational analysis’ on the analysis of historical documents, participatory
observation over a year and a number of formal and informal interviews from one single
company. They analyse the software process improvement over a period of more then 10
years informed by structuration theory. The results show how the outcome of software
process improvement endeavours is affected by the existing context and tradition of an
organisation.

The final article ‘Interpretation, interaction and reality construction in software
engineering: an explanatory model’ by Kari Rönkkö proposes the adaptation of the
‘documentary method of interpretation’ from ethnomethodology in order to understand
the communication and coordination problems in software engineering and uses
fieldwork examples to illustrate the usefulness. This article, as in the previous one, points
to the development and use of theoretical concepts to understand software engineering
practice.

Enjoy the reading!

Yvonne Dittrich

Michael John

Janice Singer

Bjørnar Tessem
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