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The Most Straightforward Types of Bump-Mapping are Height Fields


Height Field bump-mapping is straightforward because the underlying coordinate system is constant. Each fragment's $Z$ points up, each fragment's $X$ points right, etc. Thus, the tangent vectors always involve $\frac{d z}{d x}$ and $\frac{d z}{d y}$.

What if that is not the case? Here, the coordinate system is constantly changing, depending on where you are on the sphere


To call these moving axes $X-Y-Z$ would be confusing. Rather than $X-Y-Z$, Surface Local Coordinates are B-T-N:

- N is the surface Normal vector, which we usually know already
- T is a Tangent vector
- $B$ is the Bitangent, the other tangent vector


We will assume that we know the Normal everywhere because of how the shape was modeled. Now, how do we find $T$ and $B$ ? And, how do we convert these to $X-Y-Z$ ?

The problem is that we need to do lighting, but the lighting needs to be done in $\mathrm{X}-\mathrm{Y}-\mathrm{Z}$, but the bump information is in $\mathrm{B}-\mathrm{T}-\mathrm{N}$ !

## We need to:

1. Figure out how to determine $T$ and $B$, and,
2. Figure out how to convert B-T-N coordinates to $\mathrm{X}-\mathrm{Y}-\mathrm{Z}$ for lighting


> We will refer to the coordinates in the B-T-N system as (b,t,n).

## Bump Mapping:

## Establishing the Surface Local Coordinate System
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```
vec3 Tg = vec3( 0.,1.,0.); // initial guess
vec3 B = normalize(cross(Tg,N) );
vec3 T = normalize(cross(N,B) );
```

| $\mathbf{G}$ |
| :---: |
| Given that $\mathbf{N}$ is correct, how |
| do we change $\mathbf{T g}$ to be |
| exactly perpendicular to $\mathbf{N}$ ? |



## 3

Take the cross product of N and B to get a T vector that is perpendiculak to both


```
vec3 Tg = vec3( 0.,1.,0.); // initial guess
float d = dot( Tg, N );
vec3 T = normalize( Tg - d*N );
vec3 B = normalize(cross(T,N) );
```

1

Given that $\mathbf{N}$ is correct, how do we change Tg to be exactly perpendicular to $\mathbf{N}$ ?
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Converting from $\mathrm{X}-\mathrm{Y}-\mathrm{Z}$ to $\mathrm{b}-\mathrm{t}-\mathrm{n}$ :

$$
\left\{\begin{array}{l}
b \\
t \\
n
\end{array}\right\}=\left[\begin{array}{lll}
B_{x} & B_{y} & B_{z} \\
T_{x} & T_{y} & T_{z} \\
N_{x} & N_{y} & N_{z}
\end{array}\right]\left\{\begin{array}{l}
x \\
y \\
z
\end{array}\right\}
$$

Converting from b-t-n to X-Y-Z:

$$
\left\{\begin{array}{l}
x \\
y \\
z
\end{array}\right\}=\left[\begin{array}{lll}
B_{x} & T_{x} & N_{x} \\
B_{y} & T_{y} & N_{y} \\
B_{z} & T_{z} & N_{z}
\end{array}\right]\left\{\begin{array}{l}
b \\
t \\
n
\end{array}\right\}
$$

I prefer to use the second one so we can do lighting in $X-Y-Z$ like we are used to doing.

## Generalized Bump Mapping: <br> Establishing the Surface Local Coordinate System

## Vertex shader:

```
#version 330 compatibility
uniform vec3 uLightPosition;
```

```
out vec2 vST;
```

out vec2 vST;
// texture coords
// texture coords
out vec3 vN; // normal vector
out vec3 vL; // vector from point to light
out vec3 vE; // vector from point to eye
out vec3 vBTNx, vBTNy, vBTNz;
void
main( )
{

```

```

}

```
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\section*{Generalized Bump Mapping: \\ Using the s-t-h to X-Y-Z Transform}

\section*{Fragment shader:}


The basic operation of matrix multiplication is to pair-wise multiply a single row by a single column


B



Generalized Bump Mapping: Using the Surface Local Transform, II


\section*{Generalized Bump Mapping: Using the Surface Local Transform, III}


Changing the Bump Height


Changing the Bump Density
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