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Abstract 

Coordination of global software development is 
particularly difficult as it involves teams that are dis-
tributed across different locations and time zones. One 
of the key issues is a lack of understanding of how ac-
tivities of different teams (and team members) relate to 
one another. To provide situational awareness for dis-
tributed teams, software cockpits, at-a-glance com-
puter-controlled displays of data collected from multi-
ple sources, have been proposed. In this paper, we in-
troduce a set of design decisions that need to be con-
sidered for building software cockpits, present our ap-
proach to realizing such a cockpit based on three ex-
ploratory visualizations of distributed software devel-
opment projects, and conclude with a discussion of 
lessons learned so far. 

1. Introduction 

Software development is defined as a multi-team 
construction effort of a multi-version system consisting 
of highly interdependent artifacts [1]. Development 
activities, therefore, need to be properly coordinated to 
enable the implementation of complex software. Dis-
tributed development makes coordination, an already 
difficult task [2], more difficult, since developers can 
no longer talk face-to-face to resolve issues. And when 
such distributed development starts crossing geo-
graphical time zones, and teams use separate tool 
suites and different development processes, it becomes 
even harder to properly coordinate work [3, 4]. 

One way to deal with this complexity is to modular-
ize the software into separate units, assign different 
roles to different teams, establish agreed-upon inter-
faces, and define specific synchronization points [5]. 
Unfortunately, even then, conflicts are known to occur, 

often frequently so. Some of the reasons behind these 
breakdowns are the following: (1) it is not always pos-
sible to discretize work into independent modules [6], 
(2) developers cannot always correctly estimate the 
modules they require for their tasks [7], and (3) inter-
faces are changed without appropriate communication 
to other teams [8, 9]. 

This lack of situational awareness – dynamic 
knowledge and understanding of a complex and evolv-
ing task situation – is a key problem. As a result, team 
members typically work in an isolated manner in their 
development environments, only obtaining information 
about potential coordination breakdowns (and their ef-
fects) during synchronization points [10]. Duplicated 
efforts or emerging conflicts stay undetected until 
changes are completed, a time when conflicts are 
harder to resolve [11]. 

To create situational awareness, teams need to be 
informed of ongoing project activities, so they can 
place their work in the context of others’ and more ef-
fectively coordinate their efforts [12]. To do so, teams 
need to share project-related information, such as 
which developer is responsible for the maintenance of 
a specific module, which developer should be con-
tacted when an integration test fails, the number of 
teams that are dependent on a particular interface, and 
many other kinds of information that help developers 
and managers in better performing their tasks. 

To present this information in a meaningful way, 
we propose to examine various visualizations in the 
context of software cockpits, at-a-glance computer-
controlled displays of development-related data col-
lected from multiple sources. Just as airplane cockpits 
display information regarding an aircraft’s situation, 
position, and progress, software cockpits can be used 
to display information regarding software projects’ 
status. 



The remaining of the paper is organized as follows. 
In Section 2, we describe a set of key design decisions 
for building software cockpits. Section 3 presents our 
proposed approach in terms of three different visuali-
zations of a software project. We conclude in Section 4 
with a discussion of our current status and future plans. 

2. Design Decisions 

For a software cockpit to be successful, it is impor-
tant that the “right” information is presented to the 
“right” user at the “right” time. This means that differ-
ent cockpits can be designed for different purposes. 
Maletic et al. [13] have described a set of five dimen-
sions that can define software visualizations in general: 
tasks (why is the visualization needed); audience (who 
will use it); target (what is the data source to repre-
sent); representation (how to represent it) and medium 
(where to represent the visualization). In this section, 
we extend this set to nine dimensions that are targeted 
more specifically at software cockpits: 
- Target audience: The primary users of a software 

cockpit are one of the main influences on its design. 
Cockpits can be equally useful for different people 
in the project, such as managers, team leaders, de-
velopers, testers, etc. However, the specific types of 
information that are required by these people differ 
and the software cockpit should be carefully aligned 
accordingly. For instance, managers usually require 
an overview of the entire project and its progress, 
while testers and developers require more detailed 
information about specific software modules and re-
lated artifacts, including code errors and failed tests. 

- Supported task: One may need different information 
while performing different tasks. For instance, when 
developers are integrating code, they might need to 
know about conflicting changes and who generated 
them. When debugging, on the other hand, they 
might need to know in which version the bug first 
appeared and why. Therefore, software cockpits can 
be designed to support a specific task or can be con-
figured to support different tasks at different times. 

- Data collection: To present a holistic view of the en-
tire project, software cockpits need to collect data 
from multiple sources (e.g., CM systems, issue-
trackers, build systems). Further, in multi-team pro-
jects this information needs to be collected from dif-
ferent teams. Software cockpit designers have to de-
cide which data sources will be used and learn how 
to access those. 

- Data analysis: Collected data in its rough form 
might not be immediately ready for presentation. Its 
format may not be sufficiently meaningful for end 
users, and the amount of data might also be over-

whelming. Therefore, some data processing may be 
required to filter, aggregate and/or combine data 
from multiple sources. For instance, combining data 
about check-ins in the CM system and bug fixes in 
the issue tracker enables a historical view of which 
version of the artifact contained the bug, who was 
responsible for it, when was it fixed, and by whom. 

- Data presentation: Different kinds of data represen-
tations can be used to display information in soft-
ware cockpits. Depending on the desired level of ab-
straction, one can use text, tables, charts or different 
types of visualizations to show the data. For exam-
ple, visualizing project metrics through charts is usu-
ally simpler to understand than through long textual 
descriptions. Often, new visualizations rely on an 
underlying metaphor to help humans in interpreting 
the data that is presented. The city metaphor is an 
example [14]. 

- Timeliness: Software cockpits have to collect and 
display information in a timely manner. Some infor-
mation is more time-critical than other, and should 
therefore be updated more frequently. For instance, 
when one needs to contact someone, it is more useful 
to know which developers are online at this moment 
than to know who was an hour ago. Then again, past 
online status data can be analyzed to infer when 
specific developers will be available next. Thus, 
critical decisions in the design of software cockpits 
are the recency of data, whether to be as up to date 
as possible, and whether to store and leverage his-
torical data for other purposes. 

- Sensitivity of data: Individual privacy and data con-
fidentiality are important issues that need to be ad-
dressed by cockpit designers. Care should be taken 
to disclose personal information only with the ap-
propriate permission from the involved individual. 
Beyond this, additional attention has to be paid to the 
sharing of data across teams, especially in multi-
company projects. Each organization’s policies 
about confidential, proprietary, and sensitive infor-
mation should be properly respected. Finally, a cer-
tain amount of organizational maturity is required 
with respect to public software cockpits that reveal 
detailed information about individuals and their per-
formance. The “coding to the metric” phenomenon 
must be avoided. 

- Display modes: Software cockpits can be used either 
as passive displays or as media for interactive explo-
rations. In addition to simply displaying project data, 
most software cockpits should be designed to allow 
users to configure the displays through filters. Ap-
propriate search capabilities generally also should be 
included to help users explore relevant information 
rapidly. For instance, on noticing a build failure, a 



manger may wish to investigate the problem by que-
rying the cockpit about the latest changes to the arti-
facts causing the build failure, the dependencies that 
were affected or the developers responsible for the 
artifacts, etc. 

- Display devices: The kinds of display devices that 
constitute the software cockpit need to be carefully 
chosen with respect to their size, their resolution, 
and the modes of interaction they support. For ex-
ample, if a cockpit will be used as an “information 
radiator” [15] presenting data for the entire team, it 
needs to be visualized through a large screen placed 
in a shared room. To facilitate exploration of infor-
mation, an interactive display media is more appro-
priate. Alternatively, regular size monitors can serve 
as customized cockpits for individual developers. 

3. Approach 

We are developing an exploratory software cockpit 
through three prototype visualizations of global soft-
ware development projects, each organized from a dif-
ferent perspective. The first visualization uses the 
metaphor of locality to show high-level information 
about teams and dependencies among them in an inter-
active world map. The second one displays the system 
design through a self-updating view of the current state 
of the software implementation using the metaphor of 
the system. Finally, the last prototype, based on a task 
activity metaphor, is a 3D visualization that presents an 
overview of current and past activities in individual 
workspaces. 

3.1. World View 

World View (see Figure 1) is built in the metaphor 
of locality, using a world map to present team dynam-
ics in a globally distributed project [16]. It is targeted 
at project managers and team leaders, who need an 
overview of project status in different levels of detail. 
At its higher level of abstraction, World View shows 
physical locations of teams and the relationships 
among them, such as code calls from one team to an-
other, shared artifacts, and issues opened by one team 
to the other. World View also enables one to zoom into 
a team, so as to visualize finer grained details, like de-
pendencies among members, their contact information, 
availability status and current tasks. This data is col-
lected from multiple sources, such as IDEs, CM sys-
tems and issue-tracking systems. While it is important 
that this information is kept up-to-date, the tool also 
maintains archival data, which can be used for future 
reference and help in understanding project evolution. 

 
Figure 1 – World View. 

By using this view, managers can quickly identify 
which teams are tightly coupled and may require 
higher levels of communication. Moreover, World 
View can be used to visualize project history in terms 
of changes in dependencies over time. An increasingly 
strong dependency between two teams may warn man-
agers of coordination problems if the teams were not 
intended to be tightly coupled. 

World View is ideally suited to a large, interactive 
display, so as to facilitate and encourage exploration of 
the information it presents. Such displays could be in a 
manager’s office or in a shared space, where develop-
ers could gather and explore project-related data, to 
better coordinate amongst themselves.  

3.2. Lighthouse 

Lighthouse [17] provides a finer-grained view of 
software projects for developers and managers using 
the metaphor of the system design. It does so by auto-
matically building an abstraction of the software as a 
UML-like class diagram that is updated in real time as 
developers code (see Figure 2). All information about 
changes made to the code are collected directly from 
the developers’ workspaces and propagated immedi-
ately to all project members. Through Lighthouse, one 
can visualize the current system design as it is directly 
emerging from the collaboratively built source code 
and watch it evolve as implementation advances. 

This dynamic view supports early detection of de-
sign decay by allowing users to identify unintended, 
undiscovered and unauthorized design changes. 
Problems like conflicting changes in shared artifacts 
and duplicate work can also be spotted as soon as they 
surface. Furthermore, Lighthouse presents authorship 
information for each element in the diagram, identify-
ing which developers are responsible for each step of 
the design evolution. This information can be used to 
identify collaboration opportunities for developers  
working in related artifacts, to find potential “experts” 
in specific parts of the system or understanding who 
was responsible for breaking an interface contract. 



 
Figure 2 – Lighthouse view of emerging design. 

For developers, Lighthouse can help in understand-
ing how their tasks are related to others’. It is explicitly 
designed to support coordination of ongoing coding 
efforts and, as such, should be used on a second moni-
tor. This promotes peripheral awareness and helps de-
velopers focus on the specific parts of the system that 
they are working on. For managers, Lighthouse can be 
used in a larger display with the view of the entire 
emerging design in order to assess overall implementa-
tion progress and current developers’ activities. 

3.3. Workspace Activity Viewer 

 Workspace Activity Viewer (WAV) [18] is a 3D 
visualization based on the metaphor of task activities. 
It was developed for managers to have an overview of 
ongoing activities in a project, using information ex-
tracted directly from developers’ workspaces. WAV 
provides two different views: artifact centric and de-
veloper centric. In the first view (see Figure 3a), stacks 
of cylinders represent changes made to an artifact; 
each cylinder representing a change by a specific de-
veloper. Thus, the height of the stacks of cylinders 
represents the amount of changes to the artifact. As 
artifacts become dormant, the stacks of cylinders 
slowly move to the back of the display. The further to 
the back a stack is, the more time that artifact has been 
dormant. In the developer centric view (see Figure 3b) 
stacks represent developers, while each cylinder repre-
sents a change to a specific artifact. In both views, the 
magnitude of a change (currently calculated as the 
relative number of lines of code that have changed) is 
conveyed by the width of its cylinder. 

Through WAV, managers can obtain an overview 
of the state of a project at a glance. For instance, one 
can quickly discern concurrent modifications to the 
same artifact; detect artifacts that had numerous edits 
and, thus, are prone to problems; identify experts based 
on their past development efforts, and so on. Addition-
ally, WAV provides a playback feature that enables 
users to visualize both the current status and the evolu-
tion of the project. 

Figure 3 – Workspace Activity Viewer’s (a) Artifact View 
and (b) Developer View. 

WAV is ideally suited for a high-resolution large 
display in a central location, where users can discern at 
a glance the status of their project. However, as with 
any awareness tool, displaying activity related data 
raises privacy concerns and, though WAV provides no 
accommodations for it yet, should be appropriately 
dealt with. 

3.4. Physical Setting 

Currently, we are exploring our prototype software 
cockpit in a dedicated room with a cluster of six 30” 
Apple cinema displays and a 55” Hitachi interactive 
board. Figure 4 shows an example usage: a team of 
developers uses the Apple cluster displaying Work-
space Activity Viewer (Figure 4a), World View (Figure 
4b), and Lighthouse (Figure 4c) for their status meet-
ing, while the other team explores dependency con-
flicts through World View by using the interactive 
board (Figure 4d). 

4. Discussion 

 While not always specifically targeted at building 
software cockpits, there has been significant work 
done in software projects data collection, analysis and 
visualizations. For instance, Hackystat, a software met-
ric tool, unobtrusively collects and analyzes data from 
different development tools (e.g., test coverage tools, 
bug trackers, IDEs) to generate graphs and reports 
[19]. With a different focus, the War-room Command 
Console [20] uses different display techniques to pro-
vide awareness of ongoing workspace activities. 

(a) 
 
 
 
 
 
 
(b) 
 



Our prototype software cockpit combines both ag-
gregation of project data from multiple sources and the 
use of different metaphors (locality, system design, and 
task activity) to visualize the collected data in a cen-
tralized manner. Our experience so far is of using open 
source projects as usage examples, but we also intend 
to explore global software development projects in in-
dustry in the future. 
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Figure 4 – Prototype software cockpit showing (a) Workspace Activity Viewer, (b) World View and (c) Light-
house on the Apple display cluster and (d) World View (zoomed in) on the interactive board. 
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